Web-Based System for Software Requirements Quality Analysis Using Case-Based Reasoning and Neural Network
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Abstract: The overall success of a software project depends on the quality of its software requirements specifications (SRS). Hence, it is very important to get the requirements correct from the onset of the project. This research paper proposes a web-based system to perform SRS quality analysis using Case-Based Reasoning (CBR) and Artificial Neural Network (ANN). CBR is an AI technique that learns and deduces solutions based on past cases or experiences that are stored in a case base. However, when the case base becomes very large, the “Retrieve” phase of CBR becomes very tedious. So, in this research, we use ANN to improve the retrieval phase within the CBR. ANN measures the similarity of the new case against all existing cases in the case base. This results in a more efficient method of performing quality analysis for a given SRS document.
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I. INTRODUCTION

Case-Based Reasoning (CBR) is the process of solving a new problem based on past experiences or cases [1]. A single case describes one particular situation or case and is independent from another case. Each case records several features and specific values occurred in that particular situation. So, when a new problem arises, it is compared against all existing cases at hand, and the best solution or suggestion is derived from the system. CBR mimics human problem-solving methodology. A CBR system reasons and learns by recalling and remembering past experiences.

Software Requirements Specifications (SRS) encapsulates the high level description of the overall end system. It determines and decides the fundamental building blocks on which the end system will act on. Usually requirements come from the end user, which means software requirements identify what the system must do and voice how the end user wants the system to be. So in essence, it is crucial to get the requirements right before designing the system.

The quality of the end system [2] depends on the quality of its requirements [3]. We can decide if a single requirement is of quality or not based on some quality attributes and quality indicators, which have already been identified by previous researchers. If the requirement meets high quality indicators in all its quality attributes only then we can pass it as a high quality requirement.

A web-based system is a collection of applications and services that resides on a web server and accessible over the Internet. The primary benefit of a web-based system is that it does not depend on the client’s platform since the application is usually accessible via standard web browsers.

Neural Network (NN) is a computational model that simulates the human brain. It is often called Artificial Neural Network (ANN). The purpose of ANN is to recognize patterns in large scale data sets. To enable ANN to recognize patterns, first, it must be trained with sample inputs and desired output patterns. Being an adaptive system, once the ANN has been trained, it is able to detect similarities among inputs even though a particular input may have not been experienced before. ANN can provide optimal solutions or make suitable prediction by analyzing and finding patterns in the new problem.

This paper introduces a web-based system that performs quality analysis of SRS in an efficient way using CBR and ANN.

II. BACKGROUND

At the initial stage of a software project, the common process of collecting software requirements is via face-to-face meeting with the client (customer, end user) and documenting the requirements in natural language (e.g. English). As the project commences, new requirements come in with high priority or old requirements get ignored, which might easily create interdependency among the requirements and even a well-written requirements specifications document sometimes creates ambiguity and fails to express priority and dependency of the requirements.

Later, Unified Modeling Language (UML) is introduced to manage software requirements. UML is an object modeling language that soon became the industry standard to manage software intensive systems. Use
case diagram can be used to represent a particular requirement as a single atomic business function of the system. Since use cases are not expressed in descriptive language, rather in diagrams, they can provide better picture of dependency and priority of the requirements. There are plenty of tools already available in the market to manage software requirements. *RequireIt* (from Telelogic AB, later acquired by IBM), *Rational RequisitePro* (from IBM), *SLATE* (System Level Automation Tool for Engineers from SDRC), *DOORS* (Dynamic Object-Oriented Requirement System from Telelogic AB), *CASE Spec* (from Goda Software) are some tools that use word processors, relational databases or object-oriented databases for managing software requirements.

These tools are mostly commercial and enterprise standard tools, which not only assist in the requirements phase but also help manage the whole software development life cycle (SDLC). These commercial tools are all very feature rich and help document and manage software requirements in the best ways possible. But these tools do not necessarily provide quality analysis of the requirements at hand. At any point of the SDLC, a system developer might want to reflect on the quality of requirements rather than how well he or she managed the requirements so far at that point of time. The proposed system is a web-based application where the systems developers can perform quality analysis on software requirements for their various projects.

### III. RESEARCH OBJECTIVE AND OUTCOME

The goal of this research study is to propose a web-based system that will facilitate users (Software Systems Developers) to sign up, log in and perform quality analysis on their software requirements specifications (SRS). Research on quality attributes and quality indicators is outside the scope of this project since there has been extensive research on this premise and some solid discovery has already been made. This project will base itself on the research work done in [4, 5] regarding SRS quality analysis using a set of selected quality attributes and quality indicators.

This research study aims to take advantage primarily of CBR, which is a widely acclaimed research area in computational science. The main objective is to implement and use CBR process for the quality analysis of SRS within the web-based system. Implementation of ANN is at the “Retrieve” [1] phase of CBR for similarity measurement of a new case against the existing case base or knowledge base, which holds all past experienced cases. Basically, a CBR system or cycle has four main steps, which are “Retrieve”, “Reuse”, “Revise”, and “Retain”.

The final outcome of this research study is a standard web application that will capture quality attributes and quality indicators inputs from users, process it with an efficient algorithm, and present a quality analysis report of the SRS to the user. The algorithm, which incorporates CBR and ANN, is the main focus of this research study.

### IV. METHODOLOGY

The overall methodology for this research project is quantitative, but some elements of qualitative research methodology are also used since this research is related to SRS quality analysis. The length of time taken to find a solution using a given case base and the proposed AI techniques will be measured for performance analysis and benchmarking of the proposed system.

Gathering required information for this project is divided into two stages. First, during literature review, where a study on what has already been done in this research premise is carried out. Second, during requirements gathering process in which requirements details are collected from the system users (when they access and use the system). It is necessary to capture requirements information from the live user to ensure the growth of the case base over time. In a typical scenario, the live user is presented with a set of HTML forms to provide software requirements information. Then, the system starts processing the answers from the user, performs a full cycle of CBR (with embedded ANN), and provides a solution. A new case is added to the case base if the system hits the “Retain” step of CBR.

Initially, the system will start off with an empty case base, which is not very convenient. To overcome this issue, a decent number of cases (past experienced cases) need to be added to the case base in order to train the ANN and make it work with CBR.

### V. THE PROPOSED WEB-BASED SYSTEM

A web application comes with some pros and cons on its own. The main advantage is that it is independent of the client’s platform. It can also be accessed from anywhere, and can respond to almost any appropriate client. The disadvantages are network latency, server downtime and browser compatibility issues to name a few. However, the advantages seem to be overwhelming and the disadvantages can be controlled and further minimized if we follow some standard web application design and implementation best practices [6].

The proposed system as illustrated in Fig. 1 will follow the MVC (Model-View-Controller) design pattern [7]. In computing, design patterns refer to reusable solutions to solve commonly encountered problems.
in a particular context without having to reinvent the wheel. By nature, a well-known and widely used design pattern is the best solution for a problem if that design pattern validates that particular problem context.

MVC (Model-View-Controller) design pattern has established itself as the de facto standard for web applications in recent years. By definition, MVC is a three-tier system with separation of concerns and loose coupling among the tiers. Separation of concerns simply means that there should be as minimal overlap as possible among the tiers and MVC executes it nicely.

![Figure 1. Model-View-Controller (MVC) design pattern](image)

In MVC, the core business logic is consolidated in the Controller and the Controller usually receives all HTTP requests. After a particular Controller has received a request, it asks the Model(s) for data feed and renders a view for that request. Model is usually backed by data source(s). The Controller can support multiple Views for the same request and renders the appropriate one based on the request context and business logic.

The system will require the user to sign up and create at least one software project to perform quality analysis on the requirements specifications of that project. The system will allow the user to create multiple projects, but each project should be unique on its own and will be treated as a single case within the CBR system. After creating a project, the user will be asked a series of questions regarding quality attributes and quality indicators for the project's requirements. The system will capture all answers and apply the core algorithm comprising of CBR and ANN and present an analysis report to the user.

CBR is a four-step cycle comprising of "Retrieve", "Reuse", "Revise", and "Retain"[1], which nicely fits into the problem domain of this project. After collecting all of the required information from the user, the system will match the new problem case against previously experienced cases in the case base, and fetch all cases with most similarities [8]. The similarity measurement needs to be intelligent and highly optimized [9] because the size of existing cases in the case base will grow over time, and it will be unwise to match a new problem case against a million existing cases, which will result in serious performance drawback.

The system will assign scores to all existing cases based on their features and group the cases based on the scores. So, while performing similarity measurement, the system will only match the new case against groups or classes rather matching against all existing cases. The groups can be further grouped at another level to narrow down the search space even further. ANN engine will be implemented on top of this grouped data structure to perform similarity measurement via pattern recognition (also known as classification [9, 10, 11]) for the incoming case. The ANN engine will follow supervised learning paradigm, which is a process where ANN is trained with training data sets for pattern recognition [12]. Each example or case in the training data set is a pair comprising of sample inputs and output vectors. Learning from the sample data, ANN can perform efficiently when encountered with actual problems in real application. In the proposed web-based system, the case base will be the training data set for the ANN. So, when new cases are added to the case base, the ANN engine also needs to be retrained accordingly.
As soon as the search algorithm finds a perfect match, it will discard all partial matches found so far. So, the result set of similarity measurement search will contain either a perfect match or a number of cases with partial match. If a perfect match is found in the result set, the system will take it as the target solution and CBR for this problem will end here (“Reuse”).

If the search does not yield a perfect match but manages to find some partial matches above the minimum threshold value (The system administrator will be able to specify a minimum partial match threshold value), the case with the highest partial match will be taken as a target candidate solution. The candidate solution will then be revisited and a new version will be adapted (“Revise”) to satisfy the problem case and considered as a target solution. The target solution (revised version) is now a newly experienced case, and it will be appended to the existing case base (“Retain”).

It is possible that the search algorithm might return an empty result set, which means neither a perfect match nor any partial match is found in the search space. It is likely to happen when the system initially starts off with a blank case base or the problem case is unique on its own. The system will consider the problem case as a new learning experience, which is also the target solution, and append it to the existing case base (“Retain”).

After finding a solution, the system will present the SRS quality analysis report to the user. The report will be graphical with charts and graphs for better readability and understandability for the user. The user will be able to export the report to a portable document format if necessary.

The framework of the entire proposed system is shown in Fig. 2. A prototype of the web-based SRS quality analysis system has been developed (on-going), and some of the main features within the proposed framework such as the input data screens and simple analyses of new cases involving SRS quality analysis have been successfully implemented and tested. But, more time is needed in determining the effectiveness of the algorithm that uses both CBR and ANN in the analysis process of SRS.

5.1. Prospective use of the system

The system will build a database of solutions that is referred to as the case base or knowledge base, which holds all past cases or experiences with regards to SRS quality analysis. This case base will continue to grow over time. After a certain point, it is expected to become entirely comprehensive, and from here machine learning can take place efficiently.

Along with being capable of analyzing the quality of SRS for a new set of inputs related to a given software project, it should be able to serve as an interactive guide to anyone who is new to designing and developing software systems. This would allow the end user to have a more intimate understanding of their systems. It will also help systems developers gain more understanding of the prevailing trends and demands of SRS, and how they can be met in the most efficient and economical manner. In essence, this proposed system will bridge the gap between the end user and the systems developers by allowing them to attain clarity about the scope and requirements of a project.
5.2. Future work

In the future, the system may be used in academic circles, such as universities, as a teaching and learning aid in classes. When learning about software development process, the system may be used as a good online reference by the students. Teachers and instructors do not have to spend too much time explaining about the criteria of good quality SRS since the web-based system has all the details of what a good quality SRS document should have. Furthermore, the inherent nature of CBR and ANN lends them as great instructional tools as it is fundamentally designed on human behavior in such a way that the students will be able to learn efficiently by recalling and remembering past experiences, and this will definitely enhances students’ learning process. This method of learning is very similar to the way human beings learn.

VI. Conclusion

It is crucial to diagnose the correct SRS right at the beginning of a project. The proposed method should increase the efficiency of the “Retrieve” phase of CBR by replacing the traditional linear search with ANN. The search takes place during similarity measurement between the new case and all past cases that are stored in the case base. Systems that yield partial matches should produce solutions very close to the original problem or new case. This can be used to extrapolate the SRS of a new project. In addition, for a web-based system to be usable, the user interface of the system should be simple, efficient, and easy to use.
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