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Abstract: In this paper, authors proposed a new algorithm to improve the Random Exponential Marking on TCP/IP network by using Hedge Algebras Controller. Using NS-2 simulator, the results are verified and compared to some traditional AQM algorithms on the same multiple-congested TCP/IP network. The operational efficiency of AQM algorithms were evaluated in a large network traffic conditions, dynamical changes and large transmission delay.
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I. Introduction

The explosion of customer information needs and the trend of integration of service networks on a TCP/IP network has posed tremendous challenges for the current communication network. Customers increasingly require diversity in the number of services as well as perfection in service quality. Therefore, on the core TCP/IP network, it is necessary to perform management problems such as routing, resource management, quality management, and network traffic control. These problems need to be answered immediately, effectively and intelligently for different types of services [9],[13].

In the field of congestion control and traffic management, primitive algorithms for TCP/IP such as slow start, congestion avoidance, fast recovery, fast retransmit do not satisfy the needs in reality because they are source side controlling congestion algorithms. Therefore, Active Queue Management (AQM) algorithms (installing on routers on the TCP/IP network) were proposed to enhance the capacity of TCP/IP in bandwidth management and congestion control. The purpose of this problem is to provide a mechanism for proactively discarding packets of incoming traffic in an appropriate manner based on the current status of the queue and the speed of incoming traffic sources. The removal of this package is intended to maintain the average (or immediate) length of the queue at an appropriate reservation level. Stabilizing the length of the queue will make a number of TCP/IP network operational parameters such as packet loss rate, route utilization, average delay and variation of delay within a reasonable range. This will both ensure that there is no congestion on the network and at the same time provide and maintain the best quality of service for different traffic flows.

Currently, there are more than 80 AQM algorithms published and can be divided into three main categories (queue management based on queue length, queue management based on incoming traffic speed, queue management based on a combination of both length and speed of incoming flow) [12], [13].

In order to improve the effectiveness of AQM algorithms, many other methods have been published. Most of these methods are upgrades or combinations of traditional methods. The results have somewhat met the requirements of the AQM problem. However, these methods still need to be improved to simplify implementation, improve intelligence in maintaining the average queue length in dynamic network conditions and ensure fairness when discarding packets for incoming traffic. Therefore, many recent AQM algorithms have been proposed, including the use of artificial intelligence tools such as neural networks and fuzzy logic [7], [9].

Hedge algebra is a fuzzy logic-like approach. Therefore, it is applied in many practical problems, especially in the construction of controllers. Its advantage is to ensure the orderly relationship between linguistic values appeared in the system of inference rules [4].

Because of those reasons, in this paper, authors propose a model using Hedge Algebras Controller (HAC) to improve the REM_AQM. Using NS-2 simulator, the results are verified and compared to some traditional AQM algorithms (ARED, PI, REM) on the same multiple-congested TCP/IP network topology.
II. REM Algorithm

REM is a traditional AQM algorithm based on both queue length and flow rate using a congestion metric called "price", which is calculated from system performance parameters such as queue length, link capacity, speed of the packet arrived. REM periodically samples the router's queue and updates congestion data to reflect the difference between the actual queue length versus the reference queue length, the speed of incoming packets and the link capacity at each connection. For the k-th interval of the router queue, the congestion metric \( p(kT) \) at the time \( kT \) is calculated by [2]:

\[
p(kT) = \max(0, p(k-1)T + \gamma(\alpha(q(kT) - q_{ref}) + x(kT) - c))
\]

(1)

where \( c \) is the capacity of link, \( q(kT) \) is the actual queue length, \( q_{ref} \) is the reference queue length and \( x(kT) \) is the speed of the incoming packet. The dropping packet probability is calculated as follows [2]:

\[
\text{prob}(kT) = 1 - \phi^{-p(kT)}
\]

(2)

The parameters for REM are described in Table 1.

<table>
<thead>
<tr>
<th>Parameters</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>( q_{ref} )</td>
<td>Reference queue length</td>
</tr>
<tr>
<td>( \alpha ) and ( \gamma )</td>
<td>Constants for computing the &quot;congestion price&quot;</td>
</tr>
<tr>
<td>( \phi )</td>
<td>Constant for computing the drop probability</td>
</tr>
<tr>
<td>( T )</td>
<td>Sampling interval</td>
</tr>
</tbody>
</table>

III. Hedge Algebra Controller For Rem_Aqm Problem

In this section, we describe how to build the HAC for the REM problem. The principle model of the HA-based controller is described as in Figure 1 [6].

- **LRBS**: Linguistic rule-based system of the controller (like SAM table in fuzzy logic).
- **QRBS**: Quantifying rule-based system of linguistic values which is computed by Semantic Quantitative Mapping functions (\( S^{m+1}_{real} \)).
- **IRMd** (Interpolation Reasoning Method): Interpolation on the “hypersurface” \( S^{m+1}_{real} \).
- **Denormalization**: convert semantic control value to the domain of variable real value of the output variable.

This controller is also based on the "price" parameter as for the REM algorithm. In this HAC, we use two inputs, one for the price at the current time \( (P_r(kT), P_r(kT - T)) \) and one for the price at the previous cycle time \( (P_r(kT - T), P_r(kT - 2T)) \). Based on these two input values, the HAC will determine the value of the dropping packet (DP) that represents the output of this controller.

According to HA approach, the HAC described in Figure 2 is designed by the following steps [3], [4], [12]:

**Step 1**: Identify the components of the hedge algebras for input and output variables.

Hedge algebras for linguistic variables \( P_r(kT), P_r(kT - T), DP \) include:

1) The set of generating element \( G = \{S, B\} \), with \( c^- = S \) (Small) and \( c^+ = B \) (Big).
2) The elements 0, W and 1 are the smallest elements, the neutral element and the greatest element respectively.
3) The set of selected hedges: \( H = \{L \ (\text{Little})\} \) and \( H^* = \{V \ (\text{Very})\} \).
4) The fuzzy parameters of hedge algebras are determined by Trial and error according to Table 2.
An Application of Hedge Algebras in Active Queue Management for TCP/IP Multiple Congestion.. 

![Diagram](image)

**Figure 2.** HAC for REM AQM problem

<table>
<thead>
<tr>
<th>Step 2:</th>
<th>Set up the rule set with linguistic label of hedge algebras</th>
</tr>
</thead>
<tbody>
<tr>
<td>The linguistic labels in hedge algebras is shown as follows:</td>
<td></td>
</tr>
<tr>
<td>( P_i(kT - T) = { V, S, W, B, VB } )</td>
<td></td>
</tr>
<tr>
<td>( P_i(kT) = { V, S, W, B, VB } )</td>
<td></td>
</tr>
<tr>
<td>( DP = { V, S, L, W, L, B, VB } )</td>
<td></td>
</tr>
</tbody>
</table>

| Table 4. Linguistic rule-based system of the controller |
|-----------------------------|-------|-------|-------|-------|
| \( P_i(kT) \) | \( 0 \) | \( VS \) | \( S \) | \( W \) | \( B \) | \( VB \) | \( I \) |
| \( 0 \) | \( 0 \) | \( 0 \) | \( VS \) | \( VS \) | \( S \) | \( LS \) | \( W \) | \( L \) | \( B \) |
| \( VS \) | \( 0 \) | \( VS \) | \( VS \) | \( S \) | \( LS \) | \( W \) | \( L \) | \( B \) |
| \( S \) | \( VS \) | \( VS \) | \( S \) | \( LS \) | \( W \) | \( L \) | \( B \) | \( VB \) |
| \( W \) | \( VS \) | \( S \) | \( LS \) | \( W \) | \( LB \) | \( B \) | \( VB \) | \( VB \) |
| \( B \) | \( S \) | \( LS \) | \( W \) | \( LB \) | \( B \) | \( VB \) | \( VB \) | \( I \) |
| \( VB \) | \( L \) | \( LS \) | \( W \) | \( LB \) | \( B \) | \( VB \) | \( VB \) | \( I \) |
| \( I \) | \( W \) | \( LB \) | \( B \) | \( VB \) | \( VB \) | \( I \) | \( I \) | \( I \) |

Rule set deduced according to HA approach is qualitatively constructed by the control rules shown in Table 4. It can be interpreted for the approximation inference rule applied to the controller as follows:

- If \( P_i(kT) = VS \) and \( P_i(kT - T) = VS \) then \( DP = VS \)
- If \( P_i(kT) = S \) and \( P_i(kT - T) = S \) then \( DP = S \)
- If \( P_i(kT) = B \) and \( P_i(kT - T) = B \) then \( DP = B \)
- If \( P_i(kT) = VB \) and \( P_i(kT - T) = VB \) then \( DP = VB \)

**Step 3:** Computing the semantically quantifyingvalues from language terms in rule table (Table 4), building input and output relationship surface (\( S_{rel} \))

With an identifying set of fuzzy parameters, semantically quantifyingvalues is recursively determined by the Semantically Quantifying Mapping function \( \nu \) as follows [1], [6]:

\[
\nu_{fm}(W) = \theta = fm(c^-), \nu_{fm}(c^-) = \theta - \alpha fm(c^-) = \beta fm(c^-) \\
\nu_{fm}(c^+) = \theta + \alpha fm(c^+) \\
\nu_{fm}(h_j c) = \nu_{fm}(c) + sgn(h_j c) \left\{ fm(h_j c) - \frac{1}{2} \left[ 1 + sgn(h_j, h_j)(\beta - \alpha) \right] fm(h_j c) \right\}
\]
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Where:
- \( fm: X \rightarrow [0, 1] \) is called the fuzzy measurement:
  \[
  fm(h, c) = \mu(h, c) \quad \forall h \in G, \quad c \in [-1, 1]
  \]
- \( sgn: X \rightarrow \{-1, 1\} \) is the sign function which is recursively defined as follows:
  
  If \( h \in H, \ c \in [c, c^*] \) then \( sgn(c^+) = +1 \) and \( sgn(c^-) = -1 \)
  
  \[
  \{h \in H^+ | sgn(h) = +1\} \quad \text{and} \quad \{h \in H^- | sgn(h) = -1\}
  \]

- \( sgn(h, c) = sgn(h) \times sgn(c) \)

- \( sgn(h, c) \) is determined through sign table (Table 3)

Basing on (3) and the parameters in Table 2, we can compute the semantically quantifying values of the language terms in rule table (Table 5) as follows:

<table>
<thead>
<tr>
<th>Rule Table</th>
<th>Pr(kT)</th>
<th>Pr(kT-T)</th>
</tr>
</thead>
<tbody>
<tr>
<td>0.0000</td>
<td>0.0000</td>
<td>0.0000</td>
</tr>
<tr>
<td>0.3121</td>
<td>0.0365</td>
<td>0.0365</td>
</tr>
<tr>
<td>0.3950</td>
<td>0.0365</td>
<td>0.1350</td>
</tr>
<tr>
<td>0.50000</td>
<td>0.0365</td>
<td>0.2336</td>
</tr>
<tr>
<td>0.6050</td>
<td>0.1350</td>
<td>0.5000</td>
</tr>
<tr>
<td>0.6879</td>
<td>0.2336</td>
<td>0.7664</td>
</tr>
<tr>
<td>1.0000</td>
<td>0.5000</td>
<td>0.7664</td>
</tr>
</tbody>
</table>

Figure 3. S\textsubscript{real} of the controller HAC

IV. Simulation Results For Evaluating AQM Algorithms

In this section, we use NS-2 simulator to compare the performance of the proposed AQM with other methods such as REM, PI, ARED. Parameter values of these AQM is established by the proposals [2], [5],[9]. This is to produce a fair comparison that uses the establishments proposed by those authors.
The network topology for the simulation is presented in Figure 4. AQM algorithm is set up with the use of TCP/Newreno. Simple Droptail is used for all other access links. Traffic and delay parameters are as follows: (C1, d1) = (C8, d8) = (C9, d9) = (100Mbps, 5ms), (C2, d2) = (C4, d4) = (C6, d6) = (15Mbps, 10ms), (C3, d3) = (15Mbps, 60ms), (C5, d5) = (15Mbps, 30ms), (C7, d7) = (C10, d10) = (C11, D11) = (200Mbps, 5ms). Flow traffic N1 ends at destination 1, flow traffic N2 ends at destination 2 and destination 3 is the end point of flow traffic N3. This network generates a cross traffic. The number of flows is initially set up as N1=100, N2=50 and N3=100. Next, the number of sources is increased to N1 = 500, N2 = 50 and N3 = 100. Finally, the number of flows is N1=500, N2=100 and N3=200. To illustrate the dynamic change of TCP / IP network. We stop half the source at 40 seconds and continue at 70 seconds to measure the response of AQM algorithms. The queue in the router has a maximum size of 500 packets. AQM algorithms all have a common goal of maintaining an average queue length of 200 packets. Figure 4 show that both bottleneck links where cross traffic exists (for example, between router B and router C, between router D and router E) behave similarly. Therefore, we choose the bottleneck link between router D and router E to analyze the results obtained.
Figure 6. The changes of network parameters when the number of loads change

Figure 5 shows the change of queue length relative to AQM algorithms when the total number of traffic is the largest (N = 800). The results are presented in order from left to right and from top to bottom as HAC-REM, ARED, PI and REM. It is clear that HAC-REM control proves to be more effective than remaining AQM algorithms. It can be seen that when the total amount of traffic on the network is large and sudden changes, traditional AQM algorithms can not afford to meet. This causes the queue length to vary greatly and does not follow the reference value (200 packets). Within 100 seconds of simulation, the average length of the queue according to the HAC-REM method is the most stable. Specifically, when the traffic load decreases at 40 seconds and increases at 70 seconds, the variation of the average queue length according to the HAC-REM algorithm is minimal. This result is in contrast to the results from conventional AQM algorithms such as PI, ARED and REM.

Figure 6 illustrates the changes of the parameters during the operation of the TCP/IP network with the total number of traffic ranging from 250, 650, 800. From left to right in turn are packet loss ratio, the utilization, mean queuing delay and delay variation compared to traffic load.

Theoretically, when the router maintains the queue size at a stable value, the average packet loss rate will decrease. Queue delays are kept at an appropriate value and the variance of latency decreases. Experimental results in Figure 6 also show this. As the traffic load increases, by maintaining a more stable queue, HAC-REM is able to achieve maximum utilization of the route, along with minimal packet loss rates and minimal delay variability. The remaining AQM algorithms exhibit a slow response to queue adjustments. This results in poor network performance parameters. ARED produces the highest packet loss rate and lowest utilization. REM and PI make high queuing delay and high delay variations. Both these delay parameters greatly influence the quality of service.

Next, we evaluate the efficiency of AQM algorithms given when changing the transmission delay at the bottlenecks. We measure the network parameters when the Round-Trip Time (RTT) is 30 ms, 120 ms and 200 ms respectively. The average queue length with RTT of 200 ms is shown in Figure 7. The total number of traffic sources remains at 800. The changes of network parameters are depicted in Figure 8.
Figure 7. Queue lengths of AQM schemes at $N=800$, $RTT=200$

As illustrated in Figure 7, the average length of the queue fluctuates sharply as the RTT value changes. However, HAC-REM is still the best stability algorithm. Maintaining a more stable queue length compared to other methods makes the HAC-REM algorithm have the least packet loss rate (see Figure 8). The results also show that HAC-REM achieves a high linear utilization rate, maintaining a low queuing delay and low delay variations.
V. Conclusion

Soft computing has now become a useful tool in building systems that require intelligence with the ability to make accurate decisions in the absence of information. By accepting a certain degree of error, soft computing tools make the system design process simpler and produce better results. As one part of soft computing, HA soon proved its potential in practical control problems. However, the using of HA to solve communication network problems has not been developed extensively.

In this study, we propose a HAC for the AQM problem based on queue length and load. In essence, this is an improvement of the REM algorithm. Through simulation, it shows good performance of the HAC-REM algorithm. Compared to traditional AQM algorithms, HAC-AQM maintains a more stable queue length, thus making network performance parameters better even with the big traffic flow, big changing of network dynamics and large transmission delays.

This result is only the first step in our research process. Some issues can be further studied both theoretically and practically. In the future, we are particularly interested in some approaches as follows: Using optimal algorithms to find the optimal parameters of HA; Further compare the effectiveness of the proposed AQM method with other methods; Installing the proposed AQM algorithms and experimentally evaluate the effectiveness of these algorithms on actual routers.
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